DATA 606 Fall 2018 - Final Exam

Jimmy Ng

## -- Attaching packages ------------------------------------------------------------- tidyverse 1.2.1 --

## v ggplot2 3.0.0 v purrr 0.2.5  
## v tibble 1.4.2 v dplyr 0.7.6  
## v tidyr 0.8.1 v stringr 1.3.1  
## v readr 1.1.1 v forcats 0.3.0

## -- Conflicts ---------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

##   
## Attaching package: 'wrapr'

## The following object is masked from 'package:dplyr':  
##   
## coalesce

##   
## Attaching package: 'rlang'

## The following object is masked from 'package:wrapr':  
##   
## :=

## The following objects are masked from 'package:purrr':  
##   
## %@%, %||%, as\_function, flatten, flatten\_chr, flatten\_dbl,  
## flatten\_int, flatten\_lgl, invoke, list\_along, modify, prepend,  
## rep\_along, splice

# Part I

Please put the answers for Part I next to the question number (2pts each):

1. a
2. a
3. a
4. c
5. b
6. d

7a. Describe the two distributions (2pts).

Distribution A is skewed heavily to the right. The median is greater than the mean because of the right skew. Distribution B is a sampling distribution of A. It is composed by 500 random samples of size 30 each from A. Therefore, we can use it to estimate the properties of A, e.g. population mean. Distribution B is close to a normal distribution with peak in center and equal spread on both sides.

7b. Explain why the means of these two distributions are similar but the standard deviations are not (2 pts).

The means are similar because distribution B is just a sampling distribution of distribution A. With large enough independent, random samples (in this case, 500) and large sample size of each (in this case, 30), we expect to see a normal distribution of the sampling distribution regardless of the underlying distribution of the observation, i.e. Central Limit Theorem. The means are therefore similar and we can use it (the sampling mean from distribution B) to estimate the mean for the population. On the other hand, the SD are different because the SD of distribution B is referred to the SD of the sampling distribution (not the observation). This is the standard error of the mean, not the standard distribution of the observations seen in distribution A. The standard error is used to estimate for the spread for the population mean. In this case, we can esimate the population mean is approximately 5.04 plus/minus 1.95 \* 0.58 with 95% confidence.

7c. What is the statistical principal that describes this phenomenon (2 pts)?

As described above, this is the Central Limit Theorem. There are two conditions that must be met: (1) samples are independent and radom; and (2) large enough size, e.g. 30, in each sample.

# Part II

Consider the four datasets, each with two columns (x and y), provided below. Be sure to replace the NA with your answer for each part (e.g. assign the mean of x for data1 to the data1.x.mean variable). When you Knit your answer document, a table will be generated with all the answers.

options(digits=2)  
data1 <- data.frame(x=c(10,8,13,9,11,14,6,4,12,7,5),  
 y=c(8.04,6.95,7.58,8.81,8.33,9.96,7.24,4.26,10.84,4.82,5.68))  
data2 <- data.frame(x=c(10,8,13,9,11,14,6,4,12,7,5),  
 y=c(9.14,8.14,8.74,8.77,9.26,8.1,6.13,3.1,9.13,7.26,4.74))  
data3 <- data.frame(x=c(10,8,13,9,11,14,6,4,12,7,5),  
 y=c(7.46,6.77,12.74,7.11,7.81,8.84,6.08,5.39,8.15,6.42,5.73))  
data4 <- data.frame(x=c(8,8,8,8,8,8,8,19,8,8,8),  
 y=c(6.58,5.76,7.71,8.84,8.47,7.04,5.25,12.5,5.56,7.91,6.89))

For each column, calculate (to two decimal places):

#### a. The mean (for x and y separately; 1 pt).

# set up list  
dataList <- list(d1x = data1$x, d1y = data1$y,   
 d2x = data2$x, d2y = data2$y,   
 d3x = data3$x, d3y = data3$y,   
 d4x = data4$x, d4y = data4$y)   
  
# set up function  
calculation <- function(x, y, z) {  
 if(!require(purrr)){install.packages("purrr"); require(purrr)}  
 if(!require(wrapr)){install.packages("wrapr"); require(wrapr)}  
   
 for(i in 1:length(y)){  
 purrr::map(c(x),   
 function(x) {  
 round(x(y[[i]]), 2) %.>%  
 assign(names(z)[i], ., envir = .GlobalEnv)  
 }  
 )  
 }  
   
}

# set up names for global environment  
variables.mean <- list(data1.x.mean = NA, data1.y.mean = NA,   
 data2.x.mean = NA, data2.y.mean = NA,  
 data3.x.mean = NA, data3.y.mean = NA,  
 data4.x.mean = NA, data4.y.mean = NA)  
  
# run the function, assign result to each variable name back to global environment  
calculation(mean,   
 dataList,   
 variables.mean)  
  
# print results  
for(i in 1:length(variables.mean)){  
 if(!require(rlang)){install.packages("rlang"); require(rlang)}  
 print(paste0(names(variables.mean)[i],   
 " is equal to ",   
 eval( rlang::sym(names(variables.mean[i])) )  
 ))  
}

## [1] "data1.x.mean is equal to 9"  
## [1] "data1.y.mean is equal to 7.5"  
## [1] "data2.x.mean is equal to 9"  
## [1] "data2.y.mean is equal to 7.5"  
## [1] "data3.x.mean is equal to 9"  
## [1] "data3.y.mean is equal to 7.5"  
## [1] "data4.x.mean is equal to 9"  
## [1] "data4.y.mean is equal to 7.5"

#### b. The median (for x and y separately; 1 pt).

# set up names for global environment  
variables.median <- list(data1.x.median = NA, data1.y.median = NA,   
 data2.x.median = NA, data2.y.median = NA,  
 data3.x.median = NA, data3.y.median = NA,  
 data4.x.median = NA, data4.y.median = NA)  
  
# run the function, assign result to each variable name back to global environment  
calculation(median,   
 dataList,   
 variables.median)  
  
# print results  
for(i in 1:length(variables.median)){  
 if(!require(rlang)){install.packages("rlang"); require(rlang)}  
 print(paste0(names(variables.median)[i],   
 " is equal to ",   
 eval( rlang::sym(names(variables.median[i])) )  
 ))  
}

## [1] "data1.x.median is equal to 9"  
## [1] "data1.y.median is equal to 7.58"  
## [1] "data2.x.median is equal to 9"  
## [1] "data2.y.median is equal to 8.14"  
## [1] "data3.x.median is equal to 9"  
## [1] "data3.y.median is equal to 7.11"  
## [1] "data4.x.median is equal to 8"  
## [1] "data4.y.median is equal to 7.04"

#### c. The standard deviation (for x and y separately; 1 pt).

# set up names for global environment  
variables.sd <- list(data1.x.sd = NA, data1.y.sd = NA,   
 data2.x.sd = NA, data2.y.sd = NA,  
 data3.x.sd = NA, data3.y.sd = NA,  
 data4.x.sd = NA, data4.y.sd = NA)  
  
# run the function, assign result to each variable name back to global environment  
calculation(sd,   
 dataList,   
 variables.sd)  
  
# print results  
for(i in 1:length(variables.sd)){  
 if(!require(rlang)){install.packages("rlang"); require(rlang)}  
 print(paste0(names(variables.sd)[i],   
 " is equal to ",   
 eval( rlang::sym(names(variables.sd[i])) )  
 ))  
}

## [1] "data1.x.sd is equal to 3.32"  
## [1] "data1.y.sd is equal to 2.03"  
## [1] "data2.x.sd is equal to 3.32"  
## [1] "data2.y.sd is equal to 2.03"  
## [1] "data3.x.sd is equal to 3.32"  
## [1] "data3.y.sd is equal to 2.03"  
## [1] "data4.x.sd is equal to 3.32"  
## [1] "data4.y.sd is equal to 2.03"

#### For each x and y pair, calculate (also to two decimal places; 1 pt):

#### d. The correlation (1 pt).

data1.correlation <- round(cor(data1$x, data1$y), 2)  
data2.correlation <- round(cor(data2$x, data2$y), 2)  
data3.correlation <- round(cor(data3$x, data3$y), 2)  
data4.correlation <- round(cor(data4$x, data4$y), 2)  
  
# create a list for the data.frames  
dfList <- list(df1 = data1,  
 df2 = data2,  
 df3 = data3,  
 df4 = data4)  
  
# print detail cor.test result  
lapply(dfList, function(x) cor.test(x$x, x$y))

## $df1  
##   
## Pearson's product-moment correlation  
##   
## data: x$x and x$y  
## t = 4, df = 9, p-value = 0.002  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.42 0.95  
## sample estimates:  
## cor   
## 0.82   
##   
##   
## $df2  
##   
## Pearson's product-moment correlation  
##   
## data: x$x and x$y  
## t = 4, df = 9, p-value = 0.002  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.42 0.95  
## sample estimates:  
## cor   
## 0.82   
##   
##   
## $df3  
##   
## Pearson's product-moment correlation  
##   
## data: x$x and x$y  
## t = 4, df = 9, p-value = 0.002  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.42 0.95  
## sample estimates:  
## cor   
## 0.82   
##   
##   
## $df4  
##   
## Pearson's product-moment correlation  
##   
## data: x$x and x$y  
## t = 4, df = 9, p-value = 0.002  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.42 0.95  
## sample estimates:  
## cor   
## 0.82

#### e. Linear regression equation (2 pts).

data1.slope <- lm(y ~ x, data1) %.>% coef(.)[1]  
data2.slope <- lm(y ~ x, data2) %.>% coef(.)[1]  
data3.slope <- lm(y ~ x, data3) %.>% coef(.)[1]  
data4.slope <- lm(y ~ x, data4) %.>% coef(.)[1]  
  
data1.intercept <- lm(y ~ x, data1) %.>% coef(.)[2]  
data2.intercept <- lm(y ~ x, data2) %.>% coef(.)[2]  
data3.intercept <- lm(y ~ x, data3) %.>% coef(.)[2]  
data4.intercept <- lm(y ~ x, data4) %.>% coef(.)[2]

#### f. R-Squared (2 pts).

data1.rsquared <- lm(y ~ x, data1) %.>% summary(.)$r.squared  
data2.rsquared <- lm(y ~ x, data2) %.>% summary(.)$r.squared  
data3.rsquared <- lm(y ~ x, data3) %.>% summary(.)$r.squared  
data4.rsquared <- lm(y ~ x, data4) %.>% summary(.)$r.squared

Data 1

Data 2

Data 3

Data 4

x

y

x

y

x

y

x

y

Mean

9.00

7.50

9.00

7.50

9.00

7.50

9.00

7.50

Median

9.00

7.58

9.00

8.14

9.00

7.11

8.00

7.04

SD

3.32

2.03

3.32

2.03

3.32

2.03

3.32

2.03

r

0.82

0.82

0.82

0.82

Intercept

0.50

0.50

0.50

0.50

Slope

3.00

3.00

3.00

3.00

R-Squared

0.67

0.67

0.67

0.67

#### g. For each pair, is it appropriate to estimate a linear regression model? Why or why not? Be specific as to why for each pair and include appropriate plots! (4 pts)

# model 1 for data1  
model1 <- lm(y ~ x, data1)  
  
# set up  
par(mfrow = c(2, 2))  
  
# scatterplot of the raw data  
plot(data1, main = "data1")  
  
# histogram of the residuals  
hist(model1$residuals)  
  
# qqplot  
qqnorm(model1$residuals)  
qqline(model1$residuals)  
  
# homoscedasticity check  
plot(resid(model1), main = "constant variance check")   
abline(h = 0)
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# Model 1 for data1 satisfies all conditions.

# model 2 for data2  
model2 <- lm(y ~ x, data2)  
  
# set up  
par(mfrow = c(2, 2))  
  
# scatterplot of the raw data  
plot(data2, main = "data2")  
  
# histogram of the residuals  
hist(model2$residuals)  
  
# qqplot  
qqnorm(model2$residuals)  
qqline(model2$residuals)  
  
# homoscedasticity check  
plot(resid(model2), main = "constant variance check")   
abline(h = 0)
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# Model 2 for data2 does not satisfy the conditions, e.g. there’s a curvilinear relationship between the two variables, residuals are not normal and there’s an issue of heteroscedasticity.

# model 3 for data3  
model3 <- lm(y ~ x, data3)  
  
# set up  
par(mfrow = c(2, 2))  
  
# scatterplot of the raw data  
plot(data3, main = "data3")  
  
# histogram of the residuals  
hist(model3$residuals)  
  
# qqplot  
qqnorm(model3$residuals)  
qqline(model3$residuals)  
  
# homoscedasticity check  
plot(resid(model3), main = "constant variance check")   
abline(h = 0)
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# Model 3 for data3 also does not satisfy the conditions, e.g. there’s an outliner skewing the data, residuals are not normal and there’s an issue of heteroscedasticity.

# model 4 for data4  
model4 <- lm(y ~ x, data4)  
  
# set up  
par(mfrow = c(2, 2))  
  
# scatterplot of the raw data  
plot(data4, main = "data4")  
  
# histogram of the residuals  
hist(model4$residuals)  
  
# qqplot  
qqnorm(model4$residuals)  
qqline(model4$residuals)  
  
# homoscedasticity check  
plot(resid(model4), main = "constant variance check")   
abline(h = 0)

![](data:image/png;base64,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)

# Model 4 for data4 also does not satisfy the conditions, e.g. there’s a binary relationship between the two variables, and residuals are not normally distributed. Therefore it is not suitable for linear regression, perhaps a logistic regression would suit better.

#### h. Explain why it is important to include appropriate visualizations when analyzing data. Include any visualization(s) you create. (2 pts)

As shown from various plots above, it’s important to visualize the relationship between variables before choosing an appropriate model to run, e.g. data4 would fit better with a logistic regression model. There are many assumptions that need to be met in regression, such as linearity, homosedasticity. Applying visualization such as qqplot, histogram, residual plot, we can identify any problem underlying our data and check out the statistical assumptions are safely met.